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Abstract—Web 2.0 is evolving and offering services based on the wide popularity of smartphones and the possibility of gathering data ubiquitously from these mobile devices; this new paradigm is often referred to as Web2. In this paper, we hence present and discuss a Web2 application designed to enable users to interact with remote smartphones’ cameras to receive a video generated in real time. In essence, users can individuate on a map which mobile cameras are available in a location of interest and request the remote user to generate and send back a short video of the surrounding environment or event. We discuss technical issues related to implementing such a service and the solutions we devised to address them. Finally, we also present experimental results we obtained from a preliminary testbed evaluation that encourages the prosecution of this work.
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I. INTRODUCTION

The Web 2.0 paradigm fostered the creation of applications based on collective knowledge and intelligence. Systems such as YouTube, Facebook, Twitter, Wikipedia, Amazon, Foursquare, Flickr and Picasa allowed users to share a huge amount of information in real time. One of the fundamental principles of Web 2.0 is that the service improves its quality with the growth of the number of people using it [1]. A little part of value is explicitly added to Web 2.0; rather, Web 2.0 systems allow the aggregation of users’ data by default as an effect of the normal application uses. Therefore, users can use selfish Web 2.0 applications for their own purposes but they automatically add a collective value.

The Web is now moving from Web 2.0 toward different possible evolutions [2]-[4]. One of the most interesting is certainly represented by Web2 (Web Squared), which derives from the exponential growth of the Web based on the integration between the collective intelligence of Web 2.0 and the use of new interconnected, sensor-equipped mobile devices [5]. Indeed, any object can be associated with some data (location deriving from the GPS, properties associated to its barcode, etc.) creating what is called the information shadow of the object. Through the Web2 paradigm, sensors on mobile devices (e.g., smartphones) allow the combination of the real world with objects’ information shadow so as to generate new information and foster innovative services.

The Web2 paradigm is based on the mobile revolution, which has made smart mobile devices ubiquitously present in our cities (and pockets). Popular technological devices such as smartphones, tablets and netbooks have digital sensors allowing to easily determine their position and to retrieve useful position-related information from the Internet. Furthermore, they have cameras and microphones which enhanced the development of new form of interaction with the Internet collective intelligence.

Even if potentially powerful, the ideas at the basis of Web2 need to be supported by practical solutions and implementation. This requires the testing of the technological devices in order to verify the feasibility of these paradigms with current technology.

We present Kweekpeek, a Web2 camera sharing application that enables users to interact with the smartphone cameras of other remote users. Different from other similar applications (e.g., Ustream [6]), Kweekpeek allows video consumers to request in real time a live video streaming from a specific location. In essence, Kweekpeek keeps track of the position of registered smartphones through GPS (of course the anonymity of the data provider has to be preserved). Users can check on a map which mobile cameras are available in a location of interest and request to generate and send back a short video of remote environment or event.

The main contributions of this work are hence both the presentation of a novel Web2 proof-of-concept application and the discussion of related technical criticalities and solutions.

The rest of this manuscript is organized as follows. Section II describes two possible case studies. Kweekpeek and its development are explained in Section III and Section IV, respectively. Section V discusses preliminary experiments we run and Section VI concludes this paper.

II. CASE STUDIES

We briefly discuss two possible scenarios where a camera sharing application could be employed.

Scenario #1: Leisure. Humans are social beings; they generally enjoy the interaction with each other [7]. For instance, they tend to choose shops, bars, clubs and restaurants that are popular. To avoid the disappointment of having chosen the wrong destination to go out, people would like to use an application able to provide them a glimpse of the remote location they are interested in through a short video generated by somebody already there. Similar, people may want to take a look at concerts or sport matches to see in real time, for instance, the supporters scenography. These are two simple but meaningful examples; there is a huge number of possible cases where people may be interested in receiving a short video from a remote location related to leisure activities [8]-[11].
**Scenario #2: Safety.** Consider a crisis scene in a city, e.g., a street accident or a terrorist attack. In this scenario, it would be useful to provide first responders with real-time pictures/videos of the emergency while still driving toward the crisis area. Devices utilized for this purpose could be security cameras in the area or any other camera-endowed device (e.g., a smartphone) handled by people in proximity of the emergency area. Both commands to activate the device and generated pictures/videos can be sent through the vehicular network directly to the vehicle of first responders, or reach them through the Internet and the cellular network [12]-[15]. In any case, elements that are typically considered of disturbance in emergency situations e.g., people stopping by to see the accident and even take pictures at it, can turn out to be of help.

### III. Kweekpeek: A Camera Sharing Application

Kweekpeek aims at enabling users to share one’s smartphone camera and to use cameras of other remote users. It represents the union between four different technologies: webcams, social networks, mobile devices and geo-localization. Kweekpeek provides a Web server that shows a map of the geo-localized available devices (see Fig. 1); the user chooses one on the devices on the map to receive video data from the camera of that remote device. In essence, the system embodies a cam social network, made of mobile smartphones registered for the service.

**Figure 1.** Available cams geolocalized and displayed on map.

Every kweekpeeker (i.e., a system user) can choose any registered smartphone from a map by sending a share request. If the request is accepted the chosen kweekpeeker records his/her surroundings with the camera on his/her smartphone and shares it.

Finally, we are aware that the success of Kweekpeek also depends on features we have partially addressed in this work and are going to deeply investigate in future extensions:

- the system must be multiplatform (to cover the highest number of possible users);
- there must be a set of rules to encourage and reward users to accept cam sharing requests;
- the system must prevent incorrect behaviors such as inappropriate or offensive videos;
- the system have to implement efficient anonymity and authentication policies;
- the system must pay attention to the trade-off between video quality and network usage.

### IV. Application Development

Kweekpeek is a distributed system in which a user can use his/her phone to capture, send and receive video streams. For this reason, the system is based on a Web server to control and maintain the system. The domain kweekpeek.com has been registered for later implementation of the possibility to share webcam streams even directly from the Web site.

The Web site is based on HTTP Web 2.0 Server Meteor [16] that allows push notifications using the Comet Model Long Polling technique that allows a server to hold a client request until data for a response is available instead of having a client periodically sending the same request, with the server responding even if no data is available, until satisfying data are received [17]. Moreover it uses the open source framework concrete5 [18] as Content Management System. The result is shown in Fig. 2.

**Figure 2.** Web site accessed from a mobile device.
The communication between the Web server and the mobile devices is managed by an API package, specifically developed for kweekpeeker, that uses the standard JSON encoding to handle mobile requests. A connection between two nodes is established in 5 steps (see Fig. 3):

1. the user chooses a node from the map depicted in Fig. 1 and send a share request to the server;
2. the server forwards the request to the chosen node, using long polling;
3. the chosen node receives the notification and, if accepted, sends a confirmation to the server;
4. the server forwards the request to the chosen node, using long polling;
5. two connections are separately established between the two nodes and the server using Web sockets.

For all the duration of the video stream, the server behaves as a proxy to the requesting node. On first connection, each smartphone receives from the server an identifier that will be used in all following connections. This identifier will never be revealed to other nodes. The server visualized position of the available cams into a map (see Fig. 1).

The utilization of a central server has been preferred to a P2P solution directly connecting nodes as a server ensures the possibility to address in an easier and more efficient way to provide anonymity and authentication. Moreover, through the utilization of a set of local servers controlled by a central one, the system results scalable while preserving the complete control over the whole system.

As already discussed in Section III, one of the important factors for the success of this project requires that the mobile interface must be available in all platforms, i.e., iOS (Apple), Android OS (Blackberry), WebOS (HP), WP7 (Microsoft), Symbian and Bada (Samsung), to allow to share the major number of mobile cams. For this reason the client was implemented using PhoneGap [19] an open source mobile framework, that allows to deploy part of the code, independently from the final platforms, using Web standards.

In order to manage requests from a big number of users, the system organizes users into different levels according to the number of requests they have accepted (and served) or asked, i.e., the more requests a user has served, the more requests he/she can make. The system uses the ratio (requests made/requests accepted) to move a user up and down through different levels. Every level allows a maximum of weekly requests (increasing level by level).

Finally, we ask users that have made a request a feedback at the end of each shared stream share, so that the receiver of the stream can leave a positive or negative mark. In case of multiple negative reviews for requests served by a single node, the system blocks that node for a short period of time.

Figure 3. Client-server communication.
A. PhoneGap

PhoneGap is a framework that allows the creation of mobile applications from Web applications, i.e., using Web standards like HTML5, CSS3 and JavaScript. PhoneGap does not translate the code into the native language of the platform for which the application is compiled, but encapsulates it together with the Web engine webkit so that it can be executed without the help of a browser [20].

Moreover, PhoneGap provides some APIs to access the device features, e.g., accelerometer, wireless connection, media playback, notifications, storage system, etc.

In essence, PhoneGap is a wrapper: it requires resource to run the webkit engine in addition to the resources needed for the application itself. On the other hand, it has the advantage of supporting almost all mobile platforms, i.e., Android, iPhone OS, BlackBerry, WebOS, Symbian, WindowsPhone 7 and Bada, without requiring to know in advance which platform will be used, but exploiting all the new features offered by HTML5 and CSS3. In addition, well known JavaScript libraries, like jQuery, can be used without any problem.

Moreover, PhoneGap also permits the integration of native code for unsupported features. In this project, PhoneGap was used to develop the user interface, in particular:

- to integrate the visualization of the available cameras into the Google Maps service;
- to manage the playback of received movies (see Fig. 4);
- to develop menus, settings and information.

B. Android Development

Since the current state of implementation of the PhoneGap framework does not cover all the features offered by our system, the development of Kweekpeek has required the writing of some modules, coded separately for each platform, to manage video recording and data transmission. We discuss here the implementation for the Android platform, which is the only one complete at the moment.

Each time a user accepts a request, he/she has to record a video of the situation in which he/she is present. We set the duration of this video to 20 s, since we noted that this is a good trade-off between the need to show the surrounding in detail and the amount of time asked to the user to serve a request.

Once the recording ends, the user sends the movie to the server. Future developments will provide the possibility, for the user that serves the request, to autonomously choose the duration of the recording.

The recorded video stream is then compressed using the codec H264 on MPEG4 format. The current system provides 20 s of video at 15 fps with a resolution of 320 x 240 px. In this way the size of the video is generally less than 1MB.

We did not adopt a tool like Sipdroid [22] to generate a real-time streaming of recorded video for its compatibility only with Android 2.3 or higher, whereas many available devices still use previous versions of this platform (see Fig. 5). Furthermore, we realized that the average connection speed is insufficient for the video codec required by Sipdroid, while H.264 allows better performance, i.e., video of low quality (but clearly understandable) and low bandwidth.

To further reduce bandwidth consumption, the generated video has been compressed before transmission. Clearly, the higher the compression ratio, the lesser the bandwidth required, but also the more computational and energy power is needed. Current standards for video compression such as H.264 and VP8 provide both efficient compression and low bit rates. In our experiment we preferred H.264 for its lower bandwidth usage and better video quality compared to VP8 [23]. Moreover, H.264 is the default codec for video recording in Android, thus simplifying Kweekpeek implementation.

Finally, the current position of each node on the Web site is maintained updated with two Web services which send and receive push notifications about nodes positions.

V. EXPERIMENTAL ASSESSMENT

To test its feasibility, Kweekpeek was implemented and tested on a Motorola Milestone 2 A953 with Android v2.3.4 operating system, 1 GHz clock rate and 512 MB of RAM. As anticipated, even if the device allows a maximum video recording resolution of 1280 x 720 px, the experiments were run using a video recording resolution of 320 x 240 px encoded with H.264 to reduce the video size.

The fps rate that has to be generated also depends on the video purpose. For instance, when a video is created for communication via sign language, it is recommended to have at least 21 fps, whereas 5 fps would be enough to perceive audio
and video synchronization in regular situations [24]. In our experiments we have chosen to use 15 fps as this represents a possible tradeoff solution between to ensure low bandwidth requirement without compromising the video quality. However, nothing impedes to use different settings for the fps or to let users chose their preferred configuration.

Tests provided a positive feedback on the deployment of Kweekpeek: the application actually allows to identify smartphones with cameras on a map and to receive back videos from the chosen remote location. Video duration can be modified; clearly the video duration impacts on the video size. In our experiments, we have considered different video size durations (i.e., 10 s, 30 s, 60 s, 150 s) and recorded 10 different sample videos for each of them. For each of these videos, we have measured the resulting video size and corresponding statistical values. We report measured values, classified by video duration, in Table I. Video sizes go from a minimum of circa 390 KB (for a 10 s video) to a maximum of circa 6334 KB (for a 150 s video). Both are acceptable values for Internet transmission.

### Table I. Video File Size (KB) Depending on its Duration

<table>
<thead>
<tr>
<th>Video Duration</th>
<th>10s</th>
<th>20s</th>
<th>60s</th>
<th>150s</th>
</tr>
</thead>
<tbody>
<tr>
<td>Min</td>
<td>390.06</td>
<td>1178.50</td>
<td>2358.71</td>
<td>5896.73</td>
</tr>
<tr>
<td>Max</td>
<td>444.35</td>
<td>1284.83</td>
<td>2541.97</td>
<td>6333.94</td>
</tr>
<tr>
<td>Avg</td>
<td>412.00</td>
<td>1227.35</td>
<td>2445.45</td>
<td>6179.28</td>
</tr>
<tr>
<td>St.dev</td>
<td>14.94</td>
<td>44.13</td>
<td>89.91</td>
<td>245.06</td>
</tr>
</tbody>
</table>

**VI. CONCLUSION AND FUTURE WORK**

We presented and discussed a Web² application, named Kweekpeek, designed to enable users to individuate and use smartphones’ cameras to receive a video from a remote location. Kweekpeek keeps track of the position of registered smartphones through GPS data (of course the anonymity of the data provider has to be preserved). In essence, users can check on a map which mobile cameras are available in a location of interest and request the remote user to generate and send back a short video of the surrounding environment or event.

Beside, architectural extensions discussed in Section III, in the future we also aim at improving the client application in several directions:

- improving the usability of the user interface;
- allowing the user to save the videos received in chronological order;
- adding requests auto-acceptance functionality for permanent webcams.

**ACKNOWLEDGMENT**

Partial financial support for this work is provided by the MIUR/PRIN ALTER-NET and the UNIPD/PRAT Web Squared projects.

**REFERENCES**