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Abstract 

The database has emerged as a major tool across 

all enterprises. The databases are becoming in-

creasing complex, both in their internal struc-

ture and in their interactions with applications. 

When we are making a database schema change, 

it is important to identify all the dependencies in 

the program code that might be affected by the 

change. Dependency on the underlying database 

structure is typically hardcoded. During up-

grades when the database structure changes, the 

application needs to be recoded and recompiled 

i.e. dependency on the hardcoded database 

structure makes the upgradation of the applica-

tion tedious and error prone process. The Meta-

data framework proposed in the thesis provides 

enough information to make the application 

modify itself to changes in the database at run-

time.    

1. Introduction 

Typically software development is driven by the 

design of a database. Many of the tools especially 

Oracle Development Environment and Microsoft 

Integrated Development Environment‟s (IDE‟s) 

have their typical development methodologies and 

IDE‟s driven from the database structure. When we 

are making a database schema change, it is impor-

tant to identify all the dependencies in the program 

code that might be affected by the change. Without 

doing a complete impact assessment, we run the risk 

of causing problems when implementing the schema 

change. 

The Metadata framework proposed in the thesis 

provides enough information to make the applica-

tion modify itself to changes in the database at run-

time. At runtime, Metadata helps us in finding out 

what is available and then with the help of that in-

formation (called metadata); we can build proper 

database queries. 

Metadata, which can be broadly defined as “data 

about data”, refers to the searchable definitions used 

to locate information. On the other hand, database 

metadata, which can be broadly defined as “data 

about database data”, refers to the searchable defini-

tions used to locate database metadata. Imagine, at 

runtime, trying to execute a SQL query in a relation-

al database without knowing the name of tables, 

columns or views. Metadata helps us in finding out 

what is available in the database and then with the 

help of that information, we can build proper SQL 

queries at runtime. In a nutshell, database metadata 

enables dynamic database access [17]. 

When we want to make a change in database, in-

stead of directly making changes, we will make the 

changes to the metadata. The framework will then 

automatically (i) design the queries (ii) make neces-

sary changes to database. Figure 1 shows the Typi-

cal IDE framework in which the development envi-

ronments directly fetches values from the database 

and bind those values to forms, reports and Data 

Access layer.  Figure 2 shows the proposed metada-

ta framework in which the Application frameworks 

retrieves values from the database with the help of 

Application metadata and bind those values to 

forms, reports and Data Access layer. 
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Figure 1: Typical IDE Scenario 

The aim is to populate the combos on the basis of 

metadata at runtime. SQL parameterized queries are 

used for data integration. For instance, a simple join 

query between two relations has the generic struc-

ture: 

Select <attr-list> 

From <rel1> r1, <rel2>r2 

Where r1.<attr1>=r2.<attr2> 

To construct the above query at runtime and popu-

late combos, an algorithm is used which fetches the 

values from database based on<AttrID>. For this 

purpose, I worked on ERP based software „Business 

Pattern‟ which is a complete information system. It 

takes organization to levels of higher efficiency and 

effectiveness.  

 

Figure 2: Proposed Metadata Framework  

 

The rest of the paper is organized as follows:  Sec-

tion 3 deals with related work, Section 3 describes 

the issues and problems related to database depen-

dency on its underlying architecture, Section 4 gives 

a brief introduction to Business Pattern Software. 

Section 5 focuses on the methodology used for the 

successful adoption of removing database depen-

dency on its underlying architecture, Section 6 fo-

cuses on open Issues and future work and concludes 

the research paper. 

2. Related Work 

A lot of work has been proposed in removing data-

base dependencies on its underlying structure. Our 

main focus is based on removing database depen-

dencies using Metadata. The research literature fo-

cuses on eliminating Database dependencies and 

Metadata management. 

2.1 Normalization 

One of the purposes of normalization is to precisely 

enhance logical database independencies, such that 

changes in the database structure will necessities the 

minimum possible application maintenance effort. 

But it is difficult to work with a completely norma-

lized database. If we need to make a change in one 

table, the entire database application breaks. 

2.2 Dependency Injection 

Dependency Injection is about the principle of sepa-

rating configuration from use. Instead of embedding 

hard coded values into program code or even having 

that piece of program code gather the values it needs 

from an external location, it  completely remove the 

burden of finding out about these dependencies from 

the code. Instead, it ensures that when the time 

comes to run the code, all the information it needs to 

have is available. 

Dependency Injection makes it easier to reuse the 

code in various environments provided that the in-

jector does its job in a timely fashion [20]. 

2.3 Ontology Management 

The use of ontology could both speed up the design 

process and make the results more accurate. In [4], 

SQL parameterized queries are used for data inte-

gration. For instance, a simple join query between 

two relations has the generic structure  

Select <attr-list> 

From <rel1> r1, <rel2>r2 

Where r1.<attr1>=r2.<attr2> 

 

Expressions appearing inside angle brackets are 

formal parameters. Consider the following: 

<rel1> = Item    <attr1> = ItemID 

<rel2> = ItemAtWH  <attr2> = ItemID 

<attr-list> = (ItemID,ItemName) 

 

The join perform is then 
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Select ItemID,ItemName 

From Item r1, ItemAtWH r2 

Where r1.ItemID=r2.ItemID 

 

This approach is very useful for our research but 

only requires query optimization. 

2.4 EbXML 

As discussed by OASIS, “ebXML is a set of specifi-

cations, and these specifications construct the im-

plementation framework of e-business. The vision of 

ebXML is implementing a global e-business market 

place where enterprises of any size and in any geo-

graphical location can meet and conduct business 

with each other through the exchange of XML based 

message” [27]. 

A registry/repository is a common means to create, 

deploy, discover and retrieve web services over the 

internet. The registry provides information (metada-

ta) about the registry objects, while the repository is 

where the authentic registry object resides. 

The ebXML registry provides a set of services that 

enable sharing of information between interested 

parties for the purpose of business process integra-

tion. Vendor can register their service in the ebXML 

registry and clients can retrieve their required ser-

vice from it [28]. When a vendor registers an artifact 

into a repository (through registry object), it should 

also provide some information to describe the arti-

fact. This kind of information is called semantic or 

metadata of the repository [28].  

3. Issues and Problems  

Issues and problems can be categorized as follows:  

3.1 Removing Database Dependencies 

When we are making a database schema change, it 

is important to identify all the dependencies in the 

program code that might be affected by the change. 

Without doing a complete impact assessment, we 

run the risk of causing problems when implementing 

the schema. Therefore, having some easy, and auto-

mated method helps identify the objects that will be 

impacted by our schema change is critical and a time 

saver. Following are some of the approaches to deal 

with the problems of schema change: 

3.1.1 Normalization 

 A completely normalized database is far too 

complex to work with; 

 Change in one application can break the entire 

database application; 

 Database application change so frequently that 

normalization can‟t break it.  

3.1.2 Dependency Injection 

If we apply the concept of Dependency Injection to 

SQL, it would mean no more hard coded configura-

tion details in SQL code, no more dependencies of 

code on potentially changing conditions provided 

that the injector does its job in a timely fashion [20]. 

3.1.3 Using SYSCOMMENT Table 

The actual code for views, rules, defaults, triggers 

and stored procedures are stored in syscomments 

table. . By scanning syscomments table, we narrow 

our focus of impact analysis down to those objects 

only that might be affected by the change [19]. Fol-

lowing are the issues related to using syscomments 

table: 

 Only scans objects that are stored in SQL Server 

(views, rules, defaults, triggers); 

 If the application uses T-SQL SELECT, 

UPDATE, INSERT and DELETE statements in 

code blocks that are not stored in SQL Server, 

then we need to use other methods for scanning 

the code. 

3.1.4 Using sp_depends Stored Procedure 

SQL Server maintains a database system table 

named sysdepends. SQL Server uses this table to 

store object dependencies. This table only contains 

information about objects that are dependent upon 

other objects. To access the sysdepends table infor-

mation SQL Server provides the sp_depends system 

stored procedure [19]. Following are the issues re-

lated to using sp_depends stored procedure: 

 Only scans objects that are stored in SQL Server 

(views, rules, defaults, triggers); 

 If the application uses T-SQL SELECT, 

UPDATE, INSERT and DELETE statements in 

code blocks that are not stored in SQL Server, 

then we need to use other methods for scanning 

the code. 
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4. Business Pattern Software 

Business Patterns is a complete information system 

for organization. It takes organization to levels of 

higher efficiency and effectiveness. Implementing 

Business Patterns in organization means more con-

trol of business by making good use of state-of-the-

art-technology.  Business Patterns transforms organ-

ization to work in a new way to meet the challenges 

of twenty first century. 

Business Pattern salient features include: 

 User friendly Windows based environment 

 Strong command level security 

 Scalable according to requirements 

 Customizable/Flexible 

  Central storage of database 

Business Pattern advantages include: 

 Better controls 

 Accurate and Reliable information 

 Effective decision making 

 Time saving 

 Adds profitability 

Business Pattern Software includes following mod-

ules: 

 Accounts 

 Financial Budgeting and Forecasting 

 Purchases 

 Sales 

 Inventory 

 Production 

 Management 

5. Approaches and Methodologies 

The importance of managing information in modern 

life and especially in midsized and large enterprises 

should not be underestimated. Usually various hete-

rogeneous large databases are filled with valuable 

information about products, customers, processes, 

histories of all these, and much more. The need to 

process, manage and especially find that information 

is already addressed in the previous researches. 

There is a consequent need for understanding, main-

taining, querying, integrating and evolving databas-

es. In successfully performing these tasks, metadata 

plays an important role. The Metadata framework 

proposed in the thesis provides enough information 

to make the application modify itself to changes in 

the database at runtime. At runtime, Metadata helps 

us in finding out what is available in the database 

and then with the help of that information (called 

metadata); we can build proper SQL queries.  

For this purpose, I worked on ERP based software 

„Business Pattern‟ which is a complete information 

system. It takes organization to levels of higher effi-

ciency and effectiveness.  

Figure 3 shows the Login screen of Business Pattern 

software.  

 

Figure 3: Login User 

We have limited our scope of removing underlying 

database dependencies till combos i.e. dropdown 

list. Our aim is to populate the combos on the basis 

of metadata at runtime. The algorithm used to re-

move the application‟s underlying dependency on 

code is shown in figure 4. This algorithm consists of 

following six steps: 

Step 1 

The first step is to get the <Attr ID> of the combo. 

We get this value from the code at runtime when the 

value from the combo is selected. 

Step 2 

Our next step is to get the Text Field, Name Field of 

the combo and the Table Name from which we have 

to populate our combo i.e. we have to identify the 

<IDField>, <NameField> and <TableName> against 

the <Attr ID>.  <Attr> table is the main table where 
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our metadata is stored. Considering table 1, our SQL 

statement will be: 

Select <IDField>, <NameField>, <TableName>  

From <Attr>  

Where <AttrID>=<@AttrID> 

 

Figure 4: Algorithm 

In this way we will get the Table Name from which 

we have to fetch the ID Field and Name Field to 

bind it with combo. 

Table 1:  <Attr> Table Structure 

Attr-
ID 

ID-
Field 

Name-
Field 

Table-
Name 

1 TestID TestName TestTable 

 

Step 3 

Once we have identified the <IDField>, <Name-

Field> and <TableName>, our next step is to make a 

SELECT statement and bind it to the combo. Consi-

dering table 2, our SQL statement will be: 

Select <TestID>, <TestName>  

From < TestTable>  

 

Table 2: <TestTable> Table Structure 

TestID TestName 

1 Testing Data 

 

If our query has join statements then we have to fol-

low step 4, else we can switch to step 5. 

Step 4 

 <TestTable2> table as shown is table 3 is used to 

demonstrate a join query example. <TestID> is used 

as a foreign key.   

Table 3: <TestTable2> Table Structure 

TestID2 TestName2 TestID 

1 Testing Data 1 

2 Sample Data 1 

 

Table 4 is a <JoinAttr> table which contains <Attr-

ID>, <JoinTable> and <JoinStatement>.   

 
Table 4:  <JoinAttr> Table Structure 

 
Attr-

ID 
JoinTable JoinStatement Join-

Type 
1 TestTa-

ble2 
TestTa-

ble.TestID= Test-
Table2.TestID 

InnerJoin 

 
In order to find the join statement we have to re-

trieve the <JoinTable>, <JoinStatement> and 

<JoinType> values against the <AttrID>. Consider 

the following SQL Query: 

Select <JoinTable>, <JoinStatement>, <JoinType>  

From < JoinAttr>  

Where <AttrID>=<@AttrID> 

Once we have the <JoinTable>, <JoinStatement> 

and <JoinType> our original SQL query would be: 

Select <TestID>, <TestName>  

From < TestTable>  

<JoinType> <JoinTable> on <JoinStatement> 
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If our query has a where clause then we have to fol-

low step 5, else we can switch to step 6. 

Step 5 

<WhereAttr> table as shown is table 5 is used to 

demonstrate a where clause example. 

Table 5:  <WhereAttr> Table Structure 

AttrID WhereClause 

1 TestID 

1 TestID2 

In order to find the where clause values, we have to 

retrieve the <WhereCluase> values against the <At-

trID>. Consider the following SQL Query: 

 

Select <AttrID>, <WhereCluase> 

From <WhereAttr>  

Where <AttrID>=<@AttrID> 

 

Once we have the <WhereClause> our original SQL 

query would be: 

 

Select <TestID>, <TestName>  

From < TestTable>  

<JoinType> <JoinTable> on <JoinStatement> 

Where <TestID>=1 and <TestID2>=2 

Step 6 

Once the SQL query is completely formed, our last 

step is to execute that query and bind the results to 

the combo. 

combo.DataTextField =”<TestID>” 

combo.DataValueField =”<TestName>” 

6. Conclusion and Future Work  

In the past, metadata was often neglected. But, once 

computers were in common use for storing data, the 

need for techniques to retrieve the data became im-

portant. Since then the concept of metadata in com-

puter science has evolved, starting from the simple 

file systems (file names and types) in the early 60s, 

then to database management systems (to describe 

database fields) in the early 70s. 

Dependency on the underlying database structure of 

an application is typically hardcoded in the applica-

tion code. During upgrades when the database struc-

ture changes, the application needs to be recoded 

and recompiled i.e. dependency on the hardcoded 

database structure makes the upgradation of the ap-

plication tedious and error prone process. The Me-

tadata framework proposed in the thesis provides 

enough information to make the application modify 

its interactions to changes in the database at run-

time. At runtime, Metadata helps us in finding out 

what is available in the database and then with the 

help of that information (called metadata); we can 

build proper SQL queries i.e. when we want to make 

a change in database, instead of directly making the 

changes, we will make the changes in the metadata. 

My future work includes implementing this algo-

rithm on more complex database queries. Moreover, 

future work also includes implementing this algo-

rithm using protégé 3.4 and protégé 4.0. However, 

protégé 4 does not implement a database backend. 

D2R mapping can also be used which exports data 

from database into RDF format and then querying 

the RDF to retrieve values. 
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